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1. **DESCRIPCIÓN DEL PERFIL[[2]](#footnote-2)**

|  |  |  |  |
| --- | --- | --- | --- |
| **Antecedentes:** *constituyen la explicación de los desarrollos previos relacionados con el tema, de orden tecnológico, científico, histórico, político, metodológico, social, ambiental, entre otros. Pueden incluir elementos como revisión de bibliografía que permita analizar el estado actual de la situación y opinión de personas expertas en el tema o experiencias previas (referenciados en el ámbito local, regional, nacional e internacional).* | | | |
| Actualmente existen herramientas de programación que están orientadas a resolver problemas matemáticos como MatLab y Mathematica de Wolfram, aunque poseen numerosas librerías, son soluciones de un costo elevado y poca expresividad en el campo de las matemáticas. Expresividad entendida como la posibilidad de especificar las soluciones lo más cercano posible al dominio del problema.  Por otro lado, se encuentran herramientas más simples como AMPL y MathPiper; éstas permanecen alejadas de facilitar al programador un lenguaje de programación que rompa los paradigmas clásicos y los acerque a un punto en el que sea posible manipular objetos matemáticos con naturalidad.  Haskell, el más reconocido de los lenguajes funcionales, en algunos sentidos logra mayor expresividad matemática, sin embargo la sutil sintaxis y el sofisticado sistema de tipos de Haskell son un arma de doble filo – altamente apreciado por los programadores experimentados, pero también una fuente de frustración entre los principiantes(Heeren, Leijen, & van IJzendoorn, 2003). | | | |
| **Planteamiento del problema:** *el problema se puede entender como una situación no deseada, que ocurre en un momento dado y que impide alcanzar un estado normal o una condición positiva desde la perspectiva de un grupo social o de un entorno específico. Según su tipología los problemas pueden ser económicos, sociales, tecnológicos, técnicos, culturales, ambientales, legales, entre otros. Por lo tanto, para la identificación y definición de un problema pueden revisarse estos distintos componentes.* | | | |
| Actualmente no existen lenguajes de programación gratuitos y expresivos en el campo de las matemáticas que permitan abordar problemas de forma natural e intuitiva. | | | |
| **Pregunta de investigación:** *plantear a través de una o más preguntas el problema que se estudiará. Estas deben ser claras y delimitadas para esbozar problema y sugerir actividades pertinentes para la investigación.* | | | |
| ¿Se puede construir un lenguaje de programación que permita trabajar con objetos matemáticos con la facilidad de uso de un lenguaje imperativo, manteniendo el poder computacional del cálculo lambda de un lenguaje funcional? | | | |
| **Justificación:** *se exponen claramente las circunstancias que dieron lugar a la elección del tema; es decir, explicar por qué es necesario, conveniente y útil el desarrollo de la investigación desde el orden social, económico y científico.* | | | |
| Tanto en el ámbito científico como académico, se requiere el uso constante de las matemáticas para solucionar o plantear problemas. Muchas veces se obtienen complejas funciones que sin ayuda de un ordenador tomaría años para computar un resultado. El modelo computacional de Turing y la arquitectura Von Newman conllevan a que el común denominador de los lenguajes más usados pertenezcan al conjunto del paradigma imperativo, pero al intentar expresar modelos matemáticos bajo este paradigma se requiere numerosas líneas de código (que tiende a volverse oscuro y complejo).  Por su parte, existe otro modelo llamado cálculo lambda, que también permite expresar cualquier función matemática computable (Turing Complete). Los lenguajes que hacen uso del cálculo lambda están dentro del conjunto de los llamados lenguajes funcionales. El gran problema de estos últimos, es su intrincada gramática y la difícil representación diferentes tipos de problemas, un claro ejemplo sería Haskell.  Actualmente existe otro conjunto de herramientas como MatLab o Mathematica de Wolfram que hacen uso del paradigma imperativo y declarativo. A simple vista parece resuelto el problema, pero no es así, ambos lenguajes sacrifican demasiado el poder computacional del cálculo lambda y terminan siendo lenguajes con una gran cantidad de librerías que permiten el uso de funciones matemáticas pero que pierden la expresividad, lo cual resulta en soluciones complicadas y alejadas del planteamiento matemático inicial. | | | |
| **Objetivo General.** *Describe qué se propone al hacer el proyecto. El objetivo general es la razón para ejecutar el proyecto a través de la producción de resultados tangibles. Se refiere al efecto anticipado que se espera como producto de alcanzar los resultados*  **Objetivo Específicos***. Se derivan del objetivo general, los cuales indican los fines inmediatos de cada una de las etapas de la investigación, estos no se deben confundir con actividades o procedimientos metodológicos. Son expresados de manera clara y concreta; que sean alcanzables y medibles.* | | | |
| Objetivo general: Indagar si la teoría actual de lenguajes formales permite definir un lenguaje de programación en el área de la matemática computacional.  Objetivos específicos:   1. Sintetizar aspectos relevantes de la teoría de compiladores y lenguajes formales. 2. Definir un lenguaje que resuelva la problemática de trabajar con objetos matemáticos. 3. Determinar si la teoría actual soporta el lenguaje definido. | | | |
| **Marco teórico, referencial o conceptual:** *es precisar, organizar y exponer las ideas, conceptos y teorías que sirvan de sustento para el análisis del problema o fenómeno a investigar, apoyado en los resultados teóricos de la revisión bibliográfica y documental.* | | | |
| **Matemática Computacional**  La matemática computacional es el conjunto de programas de ordenador, algoritmos, técnicas y teorías necesarios para resolver modelos matemáticos de problemas que surgen en la ciencia y la tecnología. Ciencia entendida en un sentido global, incluyendo tanto la economía, las ciencias sociales y de la salud, como las ciencias clásicas – física, química, biología, geología(Fasshauer, 2011). La matemática computacional debe proporcionar soluciones prácticas y concretas a los problemas. En ese sentido se basa en disciplinas matemáticas clásicas y, por supuesto, en el análisis numérico, pero va más allá de ellas. A la matemática computacional no le basta con desarrollar y analizar nuevos algoritmos, debe proporcionar programas que cumplan con tres requisitos: precisión, eficiencia, robustez y estabilidad(Sterck & Ullrich, 2006).  **Programación imperativa**  El paradigma imperativo se fundamenta en el modelo matemático presentado por el inglés Alan Turing, en su trabajo sobre la “máquina automática” conocida hoy como máquina de Turing, un modelo comúnmente aceptado en las ciencias de la computación ya que “la mayoría de los lenguajes de programación pueden simular una máquina de Turing”(Arora & Barak, 2009). La máquina tiene una cinta infinita dividida en celdas que contienen un símbolo, hay un número finito de símbolos y uno especial en blanco pertenecientes a un lenguaje. Existe una tabla de reglas finita con instrucciones, dada una entrada de la cinta, se modifica o no el estado de la máquina, el estado se guarda en un registro para el próximo computo.(Kleinberg, 2012)  Internamente, el procesador de un computador está estructurado bajo el paradigma imperativo, por eso es tan común en nuestros tiempos.  Los lenguajes imperativos se basan en mover bits y cambiar el estado de la máquina. Su unidad básica de abstracción es el procedimiento, el cual tiene un conjunto secuencial de instrucciones. Las variables asumen un rol muy importante pues son las que cambian el estado de la máquina, y sirven como abstracción a las celdas de la memoria del hardware(Bellaachia, n.d.). La mayoría de lenguajes que se usan hoy en día son basados en este paradigma.  *En el paradigma imperativo un algoritmo especifica como debe resolverse el problema usando una secuencia de instrucciones.*  **Programación funcional**  La programación funcional puede verse como la versión de propósito general del paradigma declarativo, es decir funcional es un paradigma de programación declarativo.  El paradigma declarativo obedece al modelo del cálculo lambda donde una función toma como parámetros otras funciones y retorna funciones como resultado(Thompson, 2011). Se dice que la función es el *objeto de primera clase,*en este sistema a la función se le denota con letra griega λ (lambda)(Thompson, 1999).  En programación funcional no hay variables (o las variables son inmutables) dado que a las funciones solo les interesan hacer procesamiento sobre datos. En principio, no hay interés en guardar el estado de nada, cada función opera sobre sus datos y no depende de otra función, por lo cual no hay una secuencia de ejecución(Evans, 2011; Hughes, 1989).  *En el paradigma declarativo se describe el problema sin importar el algoritmo necesario para conseguir la solución.*  **Calculo Lambda**  Fue introducido en los 30's por Alonzo Church y Stephen Kleene con el objetivo de dar una teoría general de las funciones es un sistema formal diseñado para definir funciones, la forma de utilizarlas y la recursión. El cálculo lambda influye en lenguajes funcionales como Lisp, Haskell y ML. Es utilizado como un fundamento de lenguajes de programación porque aporta una sintaxis básica de programación, la semántica para el concepto de función en la transformación de argumentos en resultados y una forma de definir primitivas de programación(Barendregt & Barendsen, 1984).  El cálculo lambda es el lenguaje de programación más pequeño consiste en transformación simple (sustituir variables) y en definir funciones. El cálculo lambda se puede decir que es equivalente a las máquinas Turing porque es capaz de evaluar y expresar cualquier función computable.(Arora & Barak, 2009)  Church había querido hacer un sistema formal completo para modelar la matemática pero después separo el cálculo lambda y lo ideó para que estudiara la computabilidad.  **Compilador**  Un compilador es un programa que traduce un programa escrito en un lenguaje de alto nivel, el cuál es más fácil de entender para los humanos, y genera un nuevo programa escrito en código máquina que será ejecutado por el computador. El primer compilador fue inventado por Grace Hopper en la década de los 50’(Evans, 2011). John Backus es reconocido como el padre de la teoría de compiladores, quien con un equipo de IBM desarrollo el primer compilador completo que era capaz de traducir código escrito en el lenguaje FORTRAN al lenguaje máquina.  Un compilador no siempre genera como traducción lenguaje máquina, aunque suele ser lo más común. Es normal crear compiladores que generen otro tipo de salidas diferentes al lenguaje máquina. Por ejemplo, un *intérprete* puede procesar lenguaje de alto nivel. Para lograr esto, el compilador traduce el programa original a uno escrito en un lenguaje intermedio que entiende el intérprete (Aho, Sethi, & Ullman, 2008; Tobón Zuluaga, n.d.) | | | |
| **Diseño metodológico:** *son los procedimientos generales mediante los cuales se pretende lograr los objetivos de la investigación. Se debe definir el tipo de investigación, seleccionar el diseño de la investigación, tipo de variables, técnicas de colecta de la información y precisar cuáles son las técnicas de análisis de la información.* | | | |
| Investigación cuantitativa, se recolectará la teoría que soporta los lenguajes de programación actuales, y se implementará el prototipo inicial del compilador. | | | |
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